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Context: Dedukti v3 aka Lambdapi (https://github.com/Deducteam/
lambdapi) is a proof assistant, that is, a tool allowing to build and check math-
ematical proofs formally. Dedukti is also a logical framework, that is, it does
not come with a pre-defined logic: the user has to define it, which is easy [1].
Yet, Dedukti v3 provides basic proof tactics that can be used in various user-
defined logics. However, there is currently nothing to structure those proofs
which makes their reading and maintenance difficult and fragile.

Objectives: The objective of this internship is to design and implement in
OCaml a language for structuring proof scripts in Dedukti v3. Proofs inherently
have a tree structure. For instance, to prove that a property P (n) holds for all
natural numbers n, one can proceed by induction on n (tactic induction). To
this end, one first needs to prove P (0) and also that ∀n, P (n) ⇒ P (n+1), which
makes two subgoals, and the proof of each subgoal may need the application of
further proof tactics. It is therefore important to know, among the following
tactics given by the user, what are those corresponding to the first subgoal and
those corresponding to the second subgoal.

Workplan: If the intern is not familiar with the use of proof assistants,
he will start by getting some familiarity with current proof assistants (Coq and
Lambdapi) by reading some textbooks and manuals, and making simple proofs
[3]. The intern will then read a few articles describing various approaches to
proof languages [4, 5, 2], and compare them. Based on this study, the intern
will propose a proof language for Dedukti v3. After validation, the intern will
implement it, and do some experiment with it.

Requirements: Basic knowledge of logic and functional programming.
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