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- Others...
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Caveats of spi-calculus

Introduced in [Abadi Gordon 97]. Properties are based on observational equivalence.

Secrecy \( \text{Inst}(M) \simeq \text{Inst}(M') \) if \( M \simeq M' \), for all \( M, M' \).

Authentication \( \text{Inst}(M) \simeq \text{Inst}_{\text{spec}}(M) \) for all \( M \).

Many problems:

- Secrecy is tightly linked to observational equivalence: how to express another kind of secrecy property?

- To express an authentication property, one has to build an \textit{ad hoc} process: difficulty to compare authentication properties between two different protocols.
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Transposing the approach of reactive systems to cryptographic protocols has the following advantages:

- Changing the *abstraction* layer while keeping the *logic* is allowed, and vice versa;
- Easy comparison of different protocols for a given property;
- Easy comparison of different properties for a given protocol;
- No new model needed, current models are fine if the transition system is general enough.
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Goals

Conception of a logic for security properties covering at least:

- secrecy
- authentication

Conception of a transition system

- expressive enough to catch both the semantics of the protocols and the semantics of the logics,
- retaining cryptographic protocol specificities to be able to handle it.
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- Specific enough: multiple sources of infinity, we have to work with it
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\[
\begin{array}{cccc|cccc}
A & s_1 & n - 1 & A, B & N_{A,s_1} & A & s'_{1} & n - 1 & A, B & N_{A,s'_1} \\
B & s_2 & m - 1 & B, A & N_{B,s_2} & B & s'_{2} & m - 1 & B, A & N_{B,s'_2} \\
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\end{array}
\]

\[
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- Specific enough
  - decidability results with bounded number of sessions
  - ?
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3. Logics
   Temporal logics, expressiveness, decidability

4. Applications
Better understanding of authentication properties

expression and proof of properties independently of the protocol and of the model, e.g. nonces are needed for injective agreement

decidability of a class of properties for a bounded number of sessions